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Objective

• Find a relationship between
  • Computational thinking
  • The teaching of programming
  • Educational frameworks

• For what reason
  • More effective teaching of computational thinking
  • More effective teaching of programming
  • More effective assessing of computational thinking
  • More effective assessing of programming

Computational thinking skills don’t “just emerge”.

Caitlin (Yesterday)
Literature review

• A working definition of computational thinking

• A thought process
• Decomposition
• Abstraction
• Evaluation
• Algorithmic thinking
• Generalisation

“Computational thinking means many things to different people.” Simon PJ (yesterday)

Literature review

• What do we already know about those things that learners find difficult?

• Notional machine (model of the machine)
• Programming (reading, tracing, writing)
• Problem-solving skills
Conceptual frameworks

Bloom’s Taxonomy: Cognitive Domain

- Hierarchical
  - Evaluation (6)
  - Synthesis (5)

- Algorithm Design
  - Abstraction (Data)
  - Abstraction (Functionality)
  - Decomposition

Computational Thinking Taxonomy

Revised Taxonomy

- Synthesis (6)
- Evaluation (5)

Analysis (4)
- Application (3)
- Comprehension (2)
- Knowledge (1)

Non-hierarchical

Tasks Dimension

Digital Taxonomy

SOLO Taxonomy

- Structure of the Observed Learning Outcome

Selby, C. (2014). How can the teaching of programming be used to enhance computational thinking? Doctoral, University of Southampton. Retrieved from http://eprints.soton.ac.uk/366256/

Justification: the teachers

- Bloom’s Taxonomy: cognitive domain All
- Revised taxonomy Some
- SOLO taxonomy None
- Digital Bloom’s Taxonomy

The performance of a beginner in a task may be attributed to the analysis or synthesis levels, while performance in the same task may only evidence application for more advanced learners. Fuller, et al. (2007)

Participants

• Teachers:
  • 39 at post-graduate level
  • 43 at higher education level (age 18+)
  • 28 at post-16 level
  • 126 at combined secondary and post-16 level
  • 42 at secondary only
  • 19 at primary

• Others:
  • Non-teaching academics
  • Professional bodies
  • Industry
  • Awarding organisations
Methods

• Online questionnaire
  • Demographics
  • Programming
  • Computational thinking
  • Problem solving
• Community of practice online forum threads
  • All threads with subject lines indicating topics
• Interviews (teachers only)
  • Meaning of terms
  • How each appear in classrooms
  • Relationships
  • Comparisons
Grounded Theory

• Data collected simultaneously via all instruments.
• Qualitative (NVivo) analysis of data in line with Strauss and Corbin (1998) in cycles with data collection
• The model was amended to reflect newly collected data
• From first questionnaire to model took 16 months during 2012 and 2013
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Our classrooms

• Devote more time to developing the skill of decomposition before moving onto the other programming skills
  • Practice with both known and unknown problems

• Devote more time to developing the skill of abstraction, as applied to functionality and data
Thank you
Why is decomposition difficult?

• Some reasons suggested by the participants:
  • A lack of experience
  • Incomplete understanding of the problem to solve
  • The order of teaching programming
Other interesting observations

• Debugging is consistently placed on the Analysis level, even though it may require some application and/or evaluation

• Where’s generalisation?

• Coding is generally taught before flowcharting. Can that right?

• Translation happens best in the order of brain → flowchart → pseudocode → code